Marbler

# Implementation

The Game is basically split up into two parts. The engine, which exposes a basic Game Class which is used to develop a game, and multiple Components, and the game, which uses the components to build a game world.

Nearly every object in the game is a SceneObject, which can be made to a physical actor. A camera can be appended to a SceneObject by using a CameraComponent. When a target is set, the Camera can be rotated around the target, which in this game is the marble. The marble is added to the SceneObject by using a MeshComponent which holds the Mesh and its Material. These components inherit from SceneComponent which basically allows positioning in the scene. Physical Shapes can be attached to mesh components if their parent SceneObject is a physical actor. That is currently how anything is moved inside the game. The InputComponent allows for applying torque to the marble, also appended to the SceneObject. Each MeshComponent has Material which contains the used textures. Any textures can be read which are supported by the Devil Library. Objects are imported with Assimp. There are currently two lights in the scene. A directional light and a point light. They are implemented using Deferred Lighting, therefor rendering speed is not an issue with a lot of lights. Brightness can be adjusted with the "," and "." keys and adjusts the ambient lighting of the directional light.

# Features

* Lighting (Directional Light, Point Light)
* Object Loader (Assimp)
* Texture Loader (Devil)
* "Nice" Structure
* Physics – Based
* Particle – System and Shadow Mapping in the workings

# Illumination

All objects are illuminated with a directional light and a point light if nearby. Lighting is implemented using Deferred Lighting. Specular Lighting is also supported.

# Additional Libraries

* Assimp (<http://www.assimp.org/>)
* DevIL (<http://openil.sourceforge.net/download.php>)
* Glew (<http://glew.sourceforge.net/>)
* GLFW3 (<http://www.glfw.org/>)
* GLM (<https://glm.g-truc.net/0.9.8/index.html>)
* JSONCPP (<https://github.com/open-source-parsers/jsoncpp>)

# ToDo

* Finish Particle System and Shadow Mapping
* Add Script Engine
* Add Gameplay elements and scripts